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Abstract

Speculative decoding is an effective and lossless
approach for accelerating LLM inference. How-
ever, existing widely adopted model-based draft
designs, such as EAGLE3, improve accuracy at
the cost of multi-step autoregressive inference,
resulting in high drafting latency and ultimately
rendering the drafting stage itself a performance
bottleneck. Inspired by diffusion-based large
language models (dLLMs), we propose DART,
which leverages parallel generation to reduce
drafting latency. DART predicts logits for mul-
tiple future masked positions in parallel within
a single forward pass based on hidden states of
the target model, thereby eliminating autoregres-
sive rollouts in the draft model while preserving a
lightweight design. Based on these parallel logit
predictions, we further introduce an efficient tree
pruning algorithm that constructs high-quality
draft token trees with N-gram-enforced seman-
tic continuity. DART substantially reduces draft-
stage overhead while preserving high draft ac-
curacy, leading to significantly improved end-to-
end decoding speed. Experimental results demon-
strate that DART achieves a 2.03x-3.44 x wall-
clock time speedup across multiple datasets, sur-
passing EAGLE3 by 30% on average and offering
a practical speculative decoding framework. Code
is released at https://github.com/fvliang/DART.

1. Introduction

Speculative decoding (Leviathan et al., 2023; Chen et al.,
2023; Sun et al., 2023; 2024b;a; Gao et al., 2025) has
emerged as a promising approach to accelerate memory-
bound LLM inference, particularly as modern state-of-the-
art models scale to hundreds of billions of parameters (Guo
et al., 2025; Liu et al., 2024). In speculative decoding, a
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Figure 1. Average Acceptance Length (1) versus drafting forward
latency (ms), averaged across all benchmarks, for speculative de-
coding of Qwen3-14B on H20-3e GPU. Compared with EAGLE3
and SPS (standard speculative sampling; using Qwen3-1.7B as
the draft model with a draft length of 5, set to yield a measurable
speedup, whereas both EAGLE3 and DART use a draft length of §8),
DART reduces drafting forward latency by up to 6.8 and 53.3x,
respectively, while preserving relatively high 7, demonstrating a
significantly improved drafting efficiency.

lightweight draft model proposes multiple future tokens,
which are then verified by the target model to ensure that
the final output distribution exactly matches that of standard
autoregressive decoding. Through speculative decoding,
multiple tokens could be generated in every iteration to sig-
nificantly improve inference efficiency. The effectiveness of
speculative decoding depends critically on the design of the
drafter. First, the drafter should achieve high predictive accu-
racy, most commonly quantified by the Average Acceptance
Length (1), i.e., the average number of accepted draft tokens
during verification. A higher 7 directly translates to fewer
target-model invocations and greater decoding speedups.
Second, the draft model itself must be computationally effi-
cient, which could be quantified as drafting latency (ms),
as excessive drafting overhead can significantly erode the
overall benefits of speculative decoding.

Typical speculative decoding’s drafter implementation is
autoregressive. In vanilla speculative decoding (Leviathan
et al., 2023), the drafter is typically a lower-parameter vari-
ant from the same model family as the target model. How-
ever, vanilla speculative decoding often suffers from high
drafting latency, which can account for over 75% and 60%
of the total inference time when using Qwen3-1.7B to ac-
celerate Qwen3-14B and Qwen3-32B with draft length 5.
In pursuit of lower draft latency, Medusa (Cai et al., 2024)
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Figure 2. Speedup over vanilla autoregressive decoding (batch size = 1), averaged across all datasets. For Qwen3 models, results are
reported at temperature 7' = 0 on Qwen3-1.7B, 4B, 8B, 14B, 32B, and additionally at 7" = 1 on Qwen3-14B, 32B; only DART and
EAGLES3 are compared on Qwen3, except for Qwen3-32B at T = 0, where we also include SPS (using Qwen3-1.7B as the draft model
with draft length 5). For LLaMA2-Chat-7B, we compare DART with methods including Medusa, Lookahead, SPS, and PLD.

applies lightweight decoding heads to predict multiple sub-
sequent tokens on the top-layer features of the target model
but delivers limited accuracy. EAGLE (Li et al., 2024a;b)
improves the accuracy by customizing a dedicated single
layer to predict next-feature autoregressively. Subsequent
methods (Li et al., 2025b; Zhang et al., 2025) such as EA-
GLES3 further boost accuracy through reducing inconsis-
tency between training and decoding of draft model.

However, current autoregressive drafter designs introduce
limitations. While approaches such as EAGLE3 signifi-
cantly lower the per-step drafting cost by using a single cus-
tomized layer, the drafting process is still inherently autore-
gressive. This sequential dependency forces the drafter to
spend nearly 20%—40% of the total inference time, thereby
fundamentally limiting the achievable acceleration, causing
the drafting stage, especially the drafting forward cost, to
emerge as a new bottleneck in speculative decoding. At the
other extreme, some speculative decoding approaches, such
as Lookahead (Fu et al., 2024), rely solely on N-gram or
retrieval-based heuristics for drafting. While such methods
incur negligible drafting latency, their limited predictive ac-
curacy typically leads to very low average acceptance length
T, resulting in modest end-to-end speedups.

Using diffusion-style parallel generation appears to be a
promising direction for overcoming the above limitations.
However, directly adopting diffusion-based large language
models (dLLMs) as draft models (Christopher et al., 2025;
Sandler et al., 2025; Li et al., 2025a; Cheng et al., 2025) suf-
fers from fundamental limitations. For example, DiffuSpec
(Li et al., 2025a) uses Dream7B (Ye et al., 2025) as the draft
model to accelerate Qwen3-32B and N-gram based CPS
to give a draft sequence in single forward. However, ex-
isting dLLMs like Dream7B are designed for bidirectional
context modeling, where the objective is to jointly model
and refine tokens across an entire sequence with full con-
textual access. In contrast, speculative decoding for LLM

inference requires predicting a contiguous span of future
tokens conditioned strictly on a given prefix, preserving the
causal structure of autoregressive generation. This funda-
mental mismatch in modeling assumptions makes dLL.Ms
inherently unsuitable as drop-in draft models for speculative
decoding. Moreover, although dLLMs enable parallel token
generation, directly using them as draft models does not
translate into lower drafting latency in practice. Because
dLLMs such as Dream7B are instantiated as standalone
models with substantial parameter, their per-step inference
cost remains significantly higher than lightweight, target-
coupled drafters such as EAGLE3—often by tens of times in
practice. As a result, the overall drafting latency of dLLM-
based approaches is often substantially higher, despite their
parallel decoding capability. More critically, directly us-
ing dLLMs introduces additional practical issues, including
tokenizer incompatibility and limited availability.

In this paper, we design a customized diffusion-style drafter
tailored for speculative decoding and propose DART, a
diffusion-inspired drafting approach.

DART is designed according to the following two princi-
ples. First, diffusion-style parallel drafting is only benefi-
cial when explicitly customized for speculative decoding.
Rather than naively adopting conventional dLL.Ms with
bidirectional context modeling, the draft model should be
tailored to predict the next few positions conditioned on a
given prefix, aligning with the causal requirements of spec-
ulative decoding while retaining parallel generation. In this
paper, DART adopts an efficient customized training recipe
that enables the draft model to learn the distribution of multi-
ple future positions conditioned on the given prefix. Second,
effective drafting should preserve the low-cost design.
To keep the drafting overhead negligible, DART is tightly
coupled with the target model: it reuses the target model’s
hidden states as input and applies only a single lightweight
layer to directly produce logits for multiple future positions,
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Figure 3. Diagram of the DART inference pipeline, illustrating the three substeps of DART’s speculative decoding. 1, m, h represent the
low, middle, and high-level features of the target model, respectively. e denotes the embedding. Unlocked icon means learnable parameter.
After feature extraction, we append (d — 1) Mask tokens to the prefix and conduct single forward to get d logits, where the first logit
comes from the output of the last position in prefix. We call this “Shifted logits prediction” in Section 3.2. During “Continuity-Aware Tree
Pruning”, candidate tokens are selected from the corresponding position’s predicted logit and a N-gram model ensures that the expanded
tokens maintain continuity. After getting the final pruned draft token tree, we verify them in target model with Tree Attention.

instead of adopting a drop-in dLLM with prohibitive in-
ference latency. However, these predicted logits implicitly
induce an exponentially large combinatorial space of possi-
ble token continuations, DART further employs an efficient
tree pruning algorithm to construct the final draft token tree
for verification, achieving low latency while maintaining
high-quality candidates with N-gram.

In summary, we propose DART, a diffusion-inspired specu-
lative decoding framework that rethinks the design of draft
models under the constraints of drafting latency. Our main
contributions are summarized as follows:

* Lightweight diffusion-style parallel drafting. We
are the first to introduce a draft model that operates
directly on the target model’s hidden states and pre-
dicts multiple future logits in parallel using a single
customized layer. This design completely eliminates
autoregressive rollout in the drafter and removes the
need for complex KV cache management of autore-
gressive draft model. As shown in Figure 1, DART
achieves up to 6.8 faster drafting forward than autore-
gressive drafters such as EAGLE3, while remaining
relatively high average acceptance length 7.

¢ Continuity-aware tree pruning via N-gram. We
identify that parallel logits prediction induces an expo-
nentially large combinatorial search space, which can-
not be efficiently handled by naive decoding. Instead
of using N-gram models as standalone draft predictors,
which suffer from low acceptance rates, we redesign

N-gram as a continuity-aware pruning mechanism to
efficiently constrain the draft token tree constructed
from parallel logits. This continuity-aware pruning
preserves high-quality candidates and substantially im-
proves the average acceptance length 7.

Significant end-to-end acceleration. As shown in
Figure 2, extensive experiments across multiple bench-
marks demonstrate that DART achieves substantial
end-to-end throughput improvements, with up to 2.03—
3.44x speedup over standard autoregressive decod-
ing. Compared to prior speculative decoding methods
such as EAGLE3, DART delivers around 30% higher
speedup on average, while further achieving up to 65%
improvement on certain code-centric workloads under
the same target model setting. These results validate a
new speculative decoding paradigm that combines low
drafting latency and high average acceptance length.

2. Preliminaries
2.1. Speculative Decoding

Let gy denote the target autoregressive language model and
Dy a lightweight draft model. Standard autoregressive de-
coding generates one token per forward pass of gg, which
incurs high inference latency. Speculative decoding acceler-
ates generation by allowing the draft model to first propose
a block of K future tokens conditioned on the current pre-
fix. The target model then verifies these draft tokens in
parallel and accepts a contiguous prefix of them using a
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rejection-based procedure, guaranteeing that the final output
distribution exactly matches gg. The effectiveness of spec-
ulative decoding is commonly measured by the expected
number of accepted draft tokens 7, which determines the
amortized reduction in target-model invocations. Practical
draft models therefore aim to maximize 7 while keeping the
drafting overhead minimal.

2.2. Diffusion-Based Large Language Models

Diffusion-based large language models (dLLMs) (Nie et al.,
2025; Ye et al., 2025; Khanna et al., 2025) generate text by
iteratively denoising partially masked sequences, predicting
multiple token positions in parallel conditioned on the sur-
rounding context. This masked, non-autoregressive formu-
lation enables holistic sequence modeling and significantly
reduces generation steps compared to autoregressive decod-
ing. The strong parallel prediction capability of dLLMs
motivates our design in DART, where we seek to eliminate
autoregressive rollout in the drafting stage of speculative
decoding. However, standard dLL.Ms are inherently bidirec-
tional and operate on full sequences, which is incompatible
with the strictly prefix-conditioned requirement and exact-
ness guarantees of speculative decoding. DART therefore
adopts a diffusion-inspired masked prediction mechanism
that is explicitly tailored to speculative decoding, rather than
performing full-sequence denoising.

3. DART

In this section, we will go through the details of DART.

3.1. Requirements of Speculative Decoding

The draft model in speculative decoding for autoregressive
LLMs is subject to several unique requirements, which fun-
damentally distinguish DART from standard diffusion-based
text generation:

* Causal attention mask. Since all prefix tokens are
fully accessible and all future positions are predicted
in a single forward pass, bidirectional attention for iter-
ative token refinement is unnecessary. DART therefore
retains a strictly causal attention mask, both over the
prefix and within the masked block.

 Limited drafting horizon. Due to the inevitable distri-
bution mismatch between the lightweight draft model
and the target model, speculative decoding typically
benefits from predicting only a small number of future
tokens (e.g., 8). Since DART is designed to generate
only a limited number of draft tokens, it can achieve
relatively high accuracy even without iterative bidirec-
tional attention refinement.

* Positional importance bias. Earlier draft positions

are substantially more important than later ones, as
token acceptance proceeds sequentially from the prefix—
an error in an early token immediately terminates the
verification process.

These characteristics impose stringent constraints on the
design of efficient diffusion-style draft models and motivate
specialized architectures that prioritize early-token accuracy,
controlled horizon prediction, and strict causal conditioning.

3.2. Diffusion-Inspired Drafting Phase

Draft model architecture. DART follows the lightweight
design principle established by prior speculative decoding
methods such as EAGLE3 (Li et al., 2025b). The draft
model consists of a single customized Transformer decoder
layer that operates on intermediate representations of the
target model. Concretely, after a prefilling or verification
forward pass of the target model, we extract hidden states
from multiple intermediate layers (denoted as h, m, 1 in Fig-
ure 3). These hidden states are concatenated and projected
through a fully connected layer to obtain a compact prefix
representation g;.,, € R™*¥. In addition, we incorporate
shifted token embeddings es., 41, obtained by sampling the
next token t,,; from the output of target model and apply-
ing the embedding layer of the target model. The final prefix
input to the draft model is formed by concatenating g;.,,
and eq.,, 41 along the feature dimension, which is denoted as
Z1., . To enable parallel prediction of future tokens, DART
appends a fixed-length suffix of d — 1 (MASK) tokens to the
prefix, yielding the following input sequence:

[Zl:ny <MASK>n+1:n+d—l }

A single forward pass of the draft model yields logits for all
future positions simultaneously:

7£n+d}7

where £, 1 is read from the output at the last prefix position,
and subsequent logits are read from masked positions.

g1, lngas - -

Shifted logits prediction. In dLLMs, logits predicted at
masked positions are typically interpreted as predictions for
the tokens at the same positions. In contrast, DART adopts
a shifted logits prediction scheme, where the logit produced
at each position corresponds to the prediction of the next
token. Empirically, we find that this shifted formulation
significantly improves the prediction accuracy at the first
drafted position. Moreover, it enables more efficient training
by allowing all positions to contribute supervision signals.

Parallel holistic prediction. DART is inspired by dLLMs,
which predict multiple masked positions in parallel. How-
ever, DART does not perform iterative denoising or bidi-
rectional refinement. Instead, it directly predicts the condi-
tional token distributions of multiple future positions in a
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Figure 4. Position IDs and attention mask during prefix-share
training. The attention mask combines clean data causal attention
(Prompt Causal), prefix attention for every mask block (Mask
Preceding), and block-inner causal attention ( ). For
clarity of presentation, the figure depicts a simplified example with
a prefix length of 3 and mask block length of 2, rather than mask
block length of 7 in the actual DART training.

single step, strictly conditioned on the given prefix. Through
holistic prediction, sequential latency is eliminated: the
drafting cost is independent of the draft length d, requiring
only a single forward pass of the lightweight draft model.

3.3. Training of the Draft Model

Prefix-shared masked training. To closely match the
inference-time drafting behavior, the draft model is trained
using a prefix-shared, multi-token prediction objective.
Given a training sequence x.;,, we simultaneously con-
struct multiple training instances at different prefix po-
sitions within the same sequence. For each prefix po-
sition n, the model is trained to predict the next d to-
kens {z,+1,...,Zn+q} under a shifted prediction scheme,
where supervision is applied to both the prefix and masked
positions, and all predictions are conditioned only on the
prefix x1.,.

All such prefix positions are trained jointly within a single
forward pass by employing a carefully designed sparse at-
tention mask. Specifically, as illustrated in Figure 4, masked
positions corresponding to different prefixes are allowed
to attend exclusively to their respective prefixes. Attention
among masked positions within the same block is causal
to fit the attention mask during inference, while attention
across different blocks is explicitly disabled. This prefix-
isolated attention structure ensures that each masked posi-
tion learns to model py(- | 1., ), without access to future
ground-truth tokens. This design enables efficient supervi-
sion of multiple future positions across the sequence in paral-
lel, substantially increasing training efficiency while strictly
preserving causal conditioning. In practice, the resulting
attention pattern is highly sparse. We further leverage Flex-

Attention (Dong et al., 2024) to exploit this sparsity, sig-
nificantly reducing memory consumption and accelerating
training without altering the underlying model computation.
We give the pseudo Flex-Attention code of DART’s sparse
attention mask in Appendix B.

Annealed KL divergence objective. Instead of supervis-
ing the draft model with discrete one-hot targets, DART opti-
mizes a position-aware KL divergence objective between the
draft model predictions and the target model distributions.

For each future position ¢t € {1,...,d}, we minimize
d
LxL = Z)\t KL(go(- | z1:n4t-1) || Po (- | 21:0: 1)) s
=1

where Ay = v'71, py(- | 1.0, t) denotes the draft model’s
predicted distribution for the ¢-th future position. This expo-
nentially decaying weighting reflects the increasing uncer-
tainty of longer-horizon predictions and prevents later, nois-
ier targets from dominating the training signal. In practice,
we set v = 0.6, which consistently yields the best trade-off
between early-position accuracy and overall training stabil-
ity in our ablation studies (Section 5.3). By emphasizing
short-horizon predictions while softly regularizing distant
ones, this annealed objective substantially improves draft
quality at the most critical positions and thereby provides
higher-quality candidate distributions for downstream draft
tree construction.

3.4. What Does DART Output?

Rather than directly producing a draft token tree, DART out-
puts a set of parallel logits {€,,41,. .., £,+4}, one for each
future position. Each logit encodes a high-quality candidate
set for that position conditioning on the prefix. Together,
these logits define a compact but expressive candidate set
that implicitly contains many plausible future continuations.

4. Efficient N-gram-based Tree Pruning
4.1. Implicit Huge Search Space in Parallel Logits

The d parallel logits predicted by DART define a factorized
distribution over future positions, which implicitly induce
an exponentially large combinatorial space of possible to-
ken continuations, corresponding to a full d-level token tree.
Directly verifying this space is infeasible, and naively com-
bining independently predicted tokens may lead to locally
semantically implausible draft sequences. The goal of draft
tree construction is therefore to extract a compact, high-
quality subset of this implicit tree that can be efficiently
verified by the target model.
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Algorithm 1 Continuity-Aware Tree Pruning

Input d future-position logits {I; }% 1; N-gram model g,,; candi-
date threshold {k; }¢_; prefix context ctz; tree size §; beam
width w

Output Final draft token tree 7

1: C + {(ctz,0)} > Active candidate set (sequence, score)

2. T+ o > Global token tree
3: fori =1toddo

4: C' + o

5:  for all (seq, sc) € C in parallel do

6: S, + Top-k; tokens from [;

7: forallt € S; do

8: Siogit < log(softmax(l);: + €)

9: Sng < gn(t, s€G—n:) > N-gram continuity score
10: 5" < sc + COMBINE(Siogit, Sng)

11: C' «+ C'u{(Car(seq,t),s')}
12: T < T U{(CaT(seq,t),s")}

13: end for
14:  end for

15:  C « Top-w scoring pairs from C’
16: end for

17: return Top-6 scoring nodes from 7~

4.2. Consistency-constrained Pruning via N-gram

To extract a compact and semantically coherent draft tree
from the exponentially large search space induced by paral-
lel logits, DART performs consistency-constrained pruning
guided by an established N-gram model, as shown in Algo-
rithm 1. Starting from the prefix context, candidate tokens
at each future position are first locally ranked according to
their draft logits. During tree expansion, these candidates
are further scored using an N-gram continuity score that
measures the likelihood of appending a token given the re-
cent n-token suffix of the partial sequence. The logit-based
score and the N-gram score are combined to form a uni-
fied ranking criterion, which favors token sequences that
are both locally probable under the draft model and glob-
ally consistent with surface-level language statistics. This
constraint effectively filters out semantically implausible
combinations that arise from independently predicted posi-
tions, while retaining high-quality candidates. This design is
model-agnostic, decoupling the draft model’s forward com-
putation from the tree expansion procedure. The detailed
hyperparameter setting is given in Appendix D.

5. Experiments
5.1. Experimental Setup

Hardware. All training and inference processes are con-
ducted on a server equipped with 8 xNVIDIA H20-3e GPUs
(141GB), 90 CPU cores, 900GB of RAM and PyTorch 2.8.0.

Target models. We mainly train DART on the Qwen3
model family (Yang et al., 2025), including Qwen3-1.7B,
Qwen3-4B, Qwen3-8B, Qwen3-14B and Qwen3-32B. To

sps

EAGLE3 10.2msHd verification
s Bl drafting forward
DART r—‘z.g]nsws tree search

Figure 5. Latency of verification, drafting forward and tree search
in one draft-verify iteration when accelerating Qwen3-14B using
SPS, EAGLE3 and DART. SPS has slightly lower latency in verifi-
cation because of fewer draft tokens than EAGLE3 and DART.

fairly compare DART with other speculative decoding meth-
ods (e.g., Lookahead, PLD (Saxena, 2023), Medusa and
Hydra (Ankner et al., 2024)), we additionally train DART
on LLaMAZ2-Chat-7B (Touvron et al., 2023), since these
methods are not compatible with the Qwen3 family.

Benchmarks. We evaluate DART on a diverse suite of
tasks covering instruction following, multi-turn conversa-
tion, mathematical reasoning, and code generation: MT-
Bench (Zheng et al., 2023), HumanEval (Chen et al., 2021),
Alpaca (Taori et al., 2023), Math500 (Lightman et al., 2023),
CodeAlpaca (Lhoest et al., 2021), LiveCodeBench (Jain
et al., 2024), and MBPP (Austin et al., 2021).

Implementation. Unless otherwise specified, all exper-
iments are conducted with a batch size of 1, and experi-
ments on EAGLE3 reuse the weights from Contributors
(2025). Other methods such as Medusa reuse their weights
from their corresponding open-source repository. We do
not compare DART with DiffuSpec or SpecDiff (Christo-
pher et al., 2025) because their implementations are closed-
source. Both DART and EAGLES3 use the draft length of 8.
We give the details of training and N-gram-related settings
in Appendix B and C.

Metrics. In this paper, we focus on the following
performance-related metrics. We do not report generation
quality, since DART preserves the exact output distribution
of the target model.

* Throughput. The actual test end-to-end speedup ratio
relative to vanilla autoregressive decoding.

* Average acceptance length (7). The average number
of tokens generated per drafting-verification cycle, in-
dicating the number of tokens accepted by the target
model’s verification.

* Drafting latency. The wall-clock time spent in the
draft model forward and tree search to propose can-
didate tokens for each verification cycle. This metric
captures the overhead introduced by the draft model
and directly impacts the overall end-to-end speedup.
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Table 1. Speedup ratios of different methods and mean average acceptance lengths 7 on MT-Bench, HumanEval, Alpaca, Math500,
CodeAlpaca, LiveCodeBench and MBPP. All Qwen models are from Qwen3 family, for example, Qwen32B represents Qwen3-32B. L2
7B represents LLaMA2-Chat-7B. In SPS, we use the Qwen3-1.7B as the drafter of Qwen3-14B and Qwen3-32B with draft length 5.

Model Method Speedup Mean
Alpaca Codealpaca Humaneval LiveCode Math500 MBPP MT-bench Speedup T
Temperature=0
PLD 1.18x 1.75% 1.84x 1.94x 1.59x 1.59x 1.57x 1.74x 1.92
Lookahead  1.42x 1.54x 1.64x 1.59x 1.82x 1.61x 1.63x 1.61x 1.81
L27B Medusa 2.13x 2.24x 2.22x 2.31x 2.29x 2.35x 2.12x 2.24x 2.68
Hydra 2.72x 2.89x 2.60x 2.59x 2.69x 2.62x 2.48x 2.66x 3.55
DART 2.95x 3.03x 2.98x 2.81x 2.84x 2.72x 2.61x 2.85x 4.08
Q 7B EAGLE3 1.84x 1.93x 1.94x 2.06x 2.25% 2.05% 1.98x 2.01x 3.80
went. DART  2.60x 2.90x 2.79x 2.28x 2.52x  2.64x  2.57x 2.61x  3.60
Q 4B EAGLE3 2.15%x 2.21x 2.20x 1.95x 2.06x 2.08x 2.17x 2.12x 3.54
wen DART  2.55x 3.45x 3.25% 2.57x 2.50x  3.06x  2.73x 287x 387
Q 3B EAGLE3 2.02x 2.34%x 2.37x 2.11x 2.30x 2.20x 2.08x 2.20x 3.72
wen DART  2.5Ix 3.40x 2.80x 2.64x 234x  3.09x  2.22x 271x 361
SPS 1.05x 1.07x 0.96x% 0.94x 0.96x 0.97x 0.92x 0.98x 4.17
Qwenl4B EAGLE3 1.69x 2.08x 2.27x 2.08x 2.32x 1.99x 1.71x 2.02x 3.48
DART 2.73x 3.44x 2.79x 2.69x 2.50x 2.98x 2.20x 2.77x 3.67
SPS 1.07x 1.08x 1.06x 1.06x 1.06x 1.15% 1.12x 1.09x 3.45
Qwen32B EAGLE3 1.72x 2.38x 2.19x 2.15x 2.31x 2.27x 1.76x 2.11x 3.85
DART 2.03x 2.88x 2.37x 2.42x 2.46x 2.56x 2.24x 2.42x 3.76
Temperature=1
Q 14B EAGLE3 1.62x 2.01x 2.17x 1.92x 2.10x 1.81x 1.61x 1.89x 3.38
wen DART  2.38x 3.10x 2.48x 2.37x 229x  271x  1.94x 247x 361
Q 9B EAGLE3 1.57x 2.30x 2.08x 1.97x 2.15%x 2.17x 1.58x 1.97x 3.67
wen DART  1.84x 2.78x 2.19x 2.13x 2.16x  2.40x  1.82x 219x 355
5.2. Main Results Drafting latency reduction. We focus on the drafting

Throughput improvement. We use vanilla autoregres-
sive decoding as the baseline and compare DART against
recent lossless speculative decoding methods, including
standard speculative sampling (SPS), PLD, Hydra, Looka-
head, Medusa and EAGLE3. As shown in Figure 2 and
Table 1, DART achieves a 2.03x-3.44x throughput im-
provement across tasks, outperforming EAGLE3 by 30% on
average. Notably, DART yields larger gains on code-related
benchmarks. For example, in CodeAlpaca, DART surpasses
EAGLES3 by 65% when accelerating Qwen3-14B.

Relatively high 7. As shown in Table 1, DART achieves
relatively high 7 across all model scales. While DART
does not always exceed EAGLE3 in 7, the difference is
within 0.2, and thus negligible. More importantly, due to
its substantially lower drafting latency, DART converts a
comparable 7 into significantly higher throughput. This
highlights that minimizing drafting overhead, rather than
solely maximizing 7, is critical for achieving superior end-
to-end performance.

latency of 3 model-based drafters, including SPS, DART
and EAGLE3. Methods like PLD and Lookahead do not
have a separate model-based drafter, so their drafting latency
is not reported. As shown in Figure 5, DART consumes
1.5ms latency to finish the drafting forward and reduces
drafting forward latency by 6.8 and 53.3x compared to
EAGLE3 and SPS in case of inference of Qwen3-14B. The
tree pruning will take another 2ms to get the final draft token
tree, which is also negligible latency and more efficient
than the tree search of EAGLE3. This enables DART to
accelerate LLM inference with negligible drafting overhead.

5.3. Ablation Study

N-gram effectiveness. The N-gram constraint is a key
component in DART for pruning the exponentially large
search space induced by parallel token prediction. To evalu-
ate its impact on drafting efficiency, we compare average ac-
ceptance length 7 with and without N-gram pruning across
multiple benchmarks. As shown in Table 2, incorporating N-
gram pruning consistently leads to substantial improvements
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Table 2. Effect of N-gram pruning on drafting efficiency. Reported
values are the average number of accepted draft tokens 7 measured
under speculative decoding on each benchmark.

- HumanEval Alpaca Math500  CodeAlpaca
w/o N-gram 3.13 2.76 2.89 3.85
w/ N-gram  3.63 (10.5)  3.26 (10.5) 3.37 (10.48)  4.59 (10.74)

in 7 across all evaluated benchmarks. This demonstrates that
N-gram pruning effectively removes low-quality branches
in the draft token tree while preserving high-probability con-
tinuations, resulting in more efficient draft construction and
higher acceptance rates during verification.

Shifted logits prediction. We investigate the effect of
shifted logits prediction in the DART inference pipeline.
Specifically, we train two DART models based on Qwen3-
4B from scratch under identical training configurations:
one model adopts shifted logits prediction, while the other
uses unshifted logits prediction. Unshifted logits prediction
means logits predicted at masked positions are interpreted
as predictions for the tokens at the same positions. After
training, we evaluate the prediction accuracy at multiple
future positions on the same test data. The results are sum-
marized in Table 3. We observe that shifted logits prediction
substantially improves the accuracy of the first predicted po-
sition, increasing from 57.7% to 71.1%. In addition, modest
but consistent accuracy gains are observed for subsequent
positions in both hit@1 and hit@ 10 metrics.

Table 3. Accuracy of multiple future positions under shifted and
unshifted logits prediction. Hit@k denotes the proportion of cases
where the ground-truth token appears among the top-k predictions
ranked by model logits. a-k denotes the prediction accuracy at the
k-th future position.

Table 4. Effect of the annealing coefficient v on prediction accu-
racy and average acceptance length 7 on HumanEval.

0% a-1 a-2 a-3 a-4 a-5 a-6 T

05 762% 450% 28.7% 18.4% 13.0% 10.6% 3.59
06 755% 447% 290% 192% 13.8% 11.2% 3.63
07 747% 441% 289% 19.6% 143% 11.8% 3.57
08 738% 432% 288% 198% 148% 122% 3.54
09 725% 421% 281% 19.4% 149% 12.4% 3.52
1.0 711% 41.0% 27.6% 193% 150% 12.6% 3.48

trade-off: smaller values of v improve accuracy at earlier
positions while degrading performance at later positions,
whereas larger « favors longer-horizon predictions. Since
accuracy at early positions is more critical for speculative de-
coding, annealing the KL objective leads to a higher average
acceptance length 7, which translates linearly into end-to-
end decoding throughput. Among all settings, v = 0.6
achieves the best balance between early-position accuracy
and acceptance length 7, and is therefore used as the default
configuration in DART.

5.4. Larger Batch Sizes Study

We also conduct experiments with batch sizes larger than 1
with DART and EAGLE3. As shown in Table 5, although
throughput improvement decays as the batch size increases
due to the more compute-bound brought by larger batch
size, DART still gets larger gains than EAGLE3.

Table 5. Throughput improvements under larger batch sizes on the
HumanEval benchmark, evaluated on H20-3e device, for EAGLE3
and DART relative to autoregressive decoding (without speculative
decoding) when target model is Qwen3-4B.

Batch Size 2 4 8 16 24 32 48 64
EAGLE3 1.84x 1.69x 1.48x 1.32x 1.29x 1.28x 124x 1.22x

Position a-1 a-2 a-3 DART 216x  2.01x 1.77x 157x 151x 148x 147x 1.45x
Unshifted 57.7% 38.1% 25.1%
Shifted 1% (+13.4) 41.0% (12.9) 27.6% (12.5)

Unshifted(hit@10) 87.1% 74.2% 63.2% 6. Conclusion

Shiftedhit@10)  93.2% (16.1) 76.7% (12.5) 65.9% (12.7)

Annealing coefficient in DART training. During DART
training, we apply annealed KL divergence objective to pre-
vent the increasing uncertainty of longer-horizon predictions
from disturbing overall training stability. Specifically, we
introduce an annealing coefficient v to progressively down-
weight the supervision on future positions. To identify an
appropriate value of v, we train multiple DART models for
Qwen3-4B from scratch with v € {0.5,0.6,0.7,0.8,0.9},
all using shifted logits prediction. The case v = 1.0 cor-
responds to no annealing and serves as the shifted-logits
baseline from the previous ablation. Table 4 compares the
prediction accuracy at multiple future positions as well as
the resulting average accepted length 7. We observe a clear

We present DART, a diffusion-inspired speculative decod-
ing framework that enables fast and practical LLM infer-
ence. By predicting token distributions for multiple future
positions in parallel within a single draft model forward
pass, DART eliminates the latency inherent in autoregressive
drafting. To transform the parallel logits into coherent draft
sequences, we introduce an efficient N-gram-guided tree
pruning strategy, which preserves semantic continuity with-
out sacrificing parallelism. Experiments show that DART
substantially reduces draft-stage overhead and achieves sig-
nificant end-to-end decoding speedups over prior specula-
tive decoding methods. Overall, DART demonstrates that
parallel, distribution-level drafting combined with struc-
tured pruning, offers a viable and effective alternative to
conventional autoregressive draft designs.
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Impact Statement

This paper proposes work that advances the field of specula-
tive decoding and acceleration of LLMs.
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A. EAGLE3 Latency Analysis

EAGLES3’s drafting process is inherently autoregressive. As shown in Figure 6, EAGLE3’s sequential dependency forces the
drafter to spend nearly 20%—40% of the total inference time, thereby fundamentally limiting the achievable acceleration.

Qwen3-32B exhibits a lower draft ratio compared to other models in the Qwen3 family. Although both Qwen3-32B and
Qwen3-14B share a hidden dimension of 5120—resulting in nearly identical draft model parameters and latency within the
EAGLES3 single-layer transformer framework—their verification overhead differs significantly. With 64 transformer layers
compared to the 14B model’s 40 (Yang et al., 2025), Qwen3-32B incurs nearly double the verification latency. Because
drafting time remains constant while verification costs scale with depth, the overall draft ratio for Qwen3-32B is inherently
diminished.
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Figure 6. Per-round verification latency, drafting latency, and draft ratio across Qwen3 model variants evaluated on H20-3e. Bars (left
axis) report per-round verification latency and drafting latency in milliseconds, while the line plot (right axis) shows the draft ratio (%).
Results are shown for Qwen3 models ranging from 1.7B to 32B parameters.

B. Training Details
B.1. Training Implementation

The code of training DART is based on SGLang’s open-source repository SpecForge (Shenggui Li, 2025).

B.2. Training Setup

We train the DART models of Qwen3-family and LLaMA2-Chat-7B under our carefully designed recipe. Unless otherwise
specified, all training adopt a context length of 6400 and draft length of 8. We use the AdamW (Loshchilov & Hutter, 2017)
optimizer, with gradient clipping of 0.5 and beta values (81, 52) set to (0.9, 0.999). The learning rate is set to 2e-5, and
training is conducted for 3 epochs. DART is optimized using a cosine annealing learning rate schedule with linear warmup.
The more detailed hyperparameters (e.g., number of heads, hidden dimension) of the customized Transformer decoder layer
in DART keeps aligned with the target model. Training is conducted on 8 x NVIDIA H20-3e GPUs.

Trainable parameters As shown in Figure 3, the trainable parameters in DART include the fully connected (FC) layer
(whose output dimensionality matches the hidden size of the target model), decoder layer, and the LM head. DART shares
the embedding layer with the target LLM, which remains frozen during training. In addition, the mask representation is
also treated as a set of trainable parameters and is initialized with random values. This design choice follows the practice
adopted in dLLM (Nie et al., 2025).
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Training data. Our training data is drawn from ShareGPT and UltraChat (Ding et al., 2023). After filtering, the combined
dataset contains approximately 280K examples. We use the same data sources as EAGLE3, ensuring consistency in the
training corpus. DART takes the hidden states of the target model as input. Specifically, we select the outputs of the 1st,
(num_layers/2 — 1)-th, and (num_layers — 4)-th transformer layers as inputs to DART, following the same layer
selection strategy as EAGLE3.

Training with Flex Attention. We give the pseudo code of DART’s sparse attention mask with Flex Attention.

DA W —

=

def forward_flexattn_dart (
hidden_states,
attention_mask,
position_ids,
draft_len,
rotary_emb,
)
B, g_len, _ = hidden_states.shape
prompt_len = g_len // (draft_len + 1)
Q, K, V = g_proj(hidden_states), k_proj(hidden_states), v_proj(hidden_states)
Q, K = apply_rope(Q, K, rotary_emb, position_ids, g_len)
key_cache, value_cache = K, V
seqg_lengths = attention_mask.sum(dim=-1)
create_block_mask_func = compile_friendly_create_block_mask
flex_attention_func = compile_friendly_flex_attention
mask_mod = generate_dart_mask (
seq_lengths=seq_lengths,
prompt_len=prompt_len,
draft_len=draft_len,
)
block_mask = create_block_mask_func(
mask_mod=mask_mod,
B=B,
H=1,
Q_LEN=qg_len,
KV_LEN=key_cache.shape[-2],
device=Q.device,
)
attn_out = flex_attention_func(
query=0Q,
key=key_cache.contiguous(),
value=value_cache.contiguous (),
block_mask=block_mask,
enable_gga=True,
)
out = o_proj(reshape_back (attn_out))
return out
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def generate_dart_mask (seq_lengths, prompt_len, draft_len):
def prompt_causal(b, h, g_idx, kv_idx):
in_prompt = (g_idx < prompt_len) and (kv_idx < prompt_len)
causal (g_idx >= kv_idx)
valid (g_idx < seqg_lengths([b]) and (kv_idx < seq_lengths[b])
return in_prompt and causal and valid
def draft_view_prompt (b, h, g_idx, kv_idx):

is_draft = (g_idx >= prompt_len)
kv_in_prompt = (kv_idx < prompt_len)
draft_group = (g_idx - prompt_len) // draft_len
valid_group = (draft_group < seqg_lengths([b])
allowed_prompt = (kv_idx <= draft_group)

return is_draft and kv_in_prompt and valid_group and allowed_prompt
def draft_internal_causal (b, h, g_idx, kv_idx):

is_draft_g = (g_idx >= prompt_len)
is_draft_k = (kv_idx >= prompt_len)

g _group = (g_idx - prompt_len) // draft_len
k_group = (kv_idx - prompt_len) // draft_len
same_group = (g_group == k_group)

causal = (g_idx >= kv_idx)

valid = (g_group < seg_lengths[b])

return is_draft_g and is_draft_k and same_group and causal and valid
mask_mod = or_masks (prompt_causal, or_masks(draft_view_prompt, draft_internal_causal)
return mask_mod

C. N-gram Details
C.1. N-gram Construction

We implement the N-gram using a trie data structure to achieve high retrieval performance. The construction relies on
open-source dataset Dolma 3 Mix (Olmo et al., 2025), which covers multiple fields and types. The N-gram is built based on
the tokenizer of Qwen3 family or LLaMA?2 family. To balance retrieval efficiency and memory overhead during inference,
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we adopt a 3-gram model in DART, which consists of approximately 1.3 billion tree nodes and occupies about 43.5 GB of
disk space.

C.2. N-gram Usage at Inference

During inference, the N-gram model is queried to provide scores for candidate tokens given the preceding context. As
mentioned in Algorithm 1, there are k; possible token candidates at position ¢ given a preceding context. To efficiently
retrieve the scores for all k; candidate tokens with the same preceding context, we leverage the structural properties of trie.
Specifically, we first locate the node corresponding to the preceding context. From this node, we can directly access all its
child nodes, each representing a candidate token. This approach allows us to retrieve scores for all k; candidates in a single
traversal, significantly reducing the number of required lookups compared to querying each candidate token individually.

To support this efficient retrieval mechanism, we implement the N-gram trie in C++ and load it into CPU RAM before
inference. During execution, the N-gram trie occupies roughly 100 GB of CPU RAM. While this memory footprint may
appear large, it is well aligned with modern inference servers, which typically provision hundreds of gigabytes of system
memory and often leave substantial CPU RAM underutilized during LLM inference (Ma et al., 2025; Luo et al., 2025;
Kong et al., 2024). Moreover, the footprint is shared across multiple inference processes. Thus, the increased RAM usage
represents a practical design trade-off to achieve low-latency N-gram retrieval, rather than a fundamental limitation of our
approach. As shown in Figure 7, the average latency of N-gram retrieval is around 6 us per query after warmup, which is
negligible compared to the overall inference time.
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Figure 7. N-gram retrieval latency over time. The timeline is divided into 200 ms intervals, and the average latency per query is recorded
for each interval. After the warmup period, the average latency stabilizes around 6 us per query after warmup.

D. Tree Pruning Algorithm Details

This section provides the detailed hyperparameter settings and implementation specifics of the continuity-aware tree pruning
algorithm described in Algorithm 1. The pruning procedure is implemented in C++ for efficiency, and parallelized using
OpenMP along both the batch dimension and the candidate expansion process.

At each future position i € {1,...,d}, we select the top-k; tokens from the corresponding draft logits /;. In all experiments,
we set a uniform candidate threshold k; = 25 for all positions. The active candidate set is maintained using beam pruning
with beam width w = 20, which controls the maximum number of partial sequences retained at each depth.

The global draft token tree 7 is bounded by a maximum size § = 59, and only the top-6 scoring nodes are preserved for
downstream verification. This constraint ensures a balance between drafting diversity and verification efficiency.

For each candidate extension, we compute a combined score consisting of a logit-based likelihood term and an N-gram
continuity score. Specifically, the logit score is defined as

Siogit = log(softmaxz(l); 4 + €),
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Table 6. Throughput and relative speedup across batch sizes evaluated on H20-3e (141G) device when target model is Qwen3-4B.

Throughput (tokens/s) Speedup

Batchsize  Baseline = EAGLE3 DART EAGLE3  DART
2 105.8 194.6 228.7 1.84x% 2.16x

4 172.1 291.1 346.3 1.69x 2.01x

8 2433 359.0 431.1 1.48x 1.77x

16 309.4 408.6 484.4 1.32x 1.57x

24 338.3 436.4 510.9 1.29% 1.51x

32 346.0 443.2 512.9 1.28% 1.48x

48 364.6 450.9 538.5 1.24x 1.47x

64 370.0 453.3 538.7 1.22x 1.45x

Table 7. Throughput and relative speedup across batch sizes evaluated on H20-3e (141G) device when target model is Qwen3-8B.

Throughput (tokens/s) Speedup

Batch size Baseline EAGLE3 DART EAGLE3 DART
2 943 182.1 203.5 1.93x 2.16x

4 160.6 246.5 268.6 1.53x 1.67x

8 229.6 290.9 314.8 1.26x 1.36x

16 297.2 327.8 343.3 1.09% 1.14x

24 329.4 335.7 353.5 1.01x 1.06x

32 339.7 351.4 353.6 1.02x 1.04x

48 354.2 352.9 366.4 0.99x 1.03x

64 360.3 356.4 366.1 0.98x% 1.01x

where [; ; is the value of the logit for token ¢ at position ¢, and the N-gram score sy, is defined as
Sng = log(Pr(t | context) + ¢),

where Pr(¢ | context) is the conditional probability of token ¢ provided by the pretrained N-gram model, and ¢ is a small
constant for numerical stability.

The final score increment is computed via the COMBINE function:
COMBINE(SIOgita Sng) = (wlogit * Slogit + Wng * sng) * Wievel s

where the N-gram weight is fixed to wy, = 0.5, and the logit weight decays with tree depth (level refers to the depth in the
draft tree):
Wiogit = 0.916V61'

This design prioritizes N-gram continuity at deeper levels because of the low accuracy of logit of later positions. The level
weight wieye 1S defined as
Wievel = (level + 1)*0'7,

which encourages longer draft sequences by favoring nodes at greater depths.

In practice, we implement the pruning algorithm in C++ and parallelize the it with OpenMP. We also bind both N-gram and
worker threads to the same NUMA node to avoid expensive cross-node memory access overheads.

Overall, the proposed pruning strategy efficiently constructs a compact yet high-quality draft token tree by jointly considering
model confidence, token continuity, and structural constraints.

E. Larger Batch sizes Study Details

We provide additional results on the performance of DART and EAGLE3 under larger batch sizes. Specifically, we report
throughput and relative speedup for EAGLE3 and DART on Qwen3-4B and Qwen3-8B, as summarized in Tables 6 and 7.
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Table 8. Speedup ratios of different methods and mean average acceptance lengths 7 on MT-Bench, HumanEval, Alpaca, Math500,
CodeAlpaca, LiveCodeBench and MBPP, evaluated on a single NVIDIA A100 GPU. All Qwen models are from Qwen3 family, for
example, Qwen4B represents Qwen3-4B.

Speedup Mean
Alpaca Codealpaca Humaneval LiveCode Math500 MBPP MT-bench Speedup T

Model Method

Temperature=0

Owenl7p EAGLE3  191x 2.26x 2.32x 2.28x 246x 219  2.09x 221x  3.80
wendt. DART  231x 3.12x 2.88x 2.57x 2.94x  2.82x  2.50x 2.74%  3.60
Owengp  FAGLE3  2.20x 2.29x 2.29% 2.16x 221x  217x  2.23x 220x  3.54
W DART  2.44x 3.61x 2.83x 2.69x 2.57x  323x  2.42x 2.83x  3.87
Owensp  FAGLE3  2.16x 2.49x 2.46x 2.24x 249%  240x  2.10x 233x% 372
DART  2.52x 3.50% 3.07x 2.84x 2.60x  323x  2.06x 2.83x 361

Owen4p PAGLE3 176 2.19x 2.40x 2.30x% 254x  2.14x  2.01x 2.19x 348
DART  2.61x 3.40% 2.80x 2.83x 260x  321x 247 2.84x  3.67

F. DART Performance in A100

Given that speculative decoding is sensitive to hardware-specific balances between memory and compute, we further explore
DART’s cross-platform generalizability on NVIDIA A100-40G GPU. Under evaluation using a single A100-40G GPU,
DART exhibits strong and consistent performance across the Qwen3 family (1.7B, 4B, 8B, and 14B). Specifically, DART
achieves roughly 30% speedup over EAGLE3 (see Table 8), highlighting the hardware-agnostic efficiency of our proposed
design.

G. LLM Usage

Large language models were used only for limited editorial assistance, such as improving grammar and clarity. They did
not contribute to research ideas, experimental design, analysis, or conclusions. All content was written and verified by the
authors, who take full responsibility for the accuracy of the manuscript.
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